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1. Задание

Разработать графическое приложение с использованием библиотеки Swing. Для выполнения лабораторной работы необходимо решить следующие задачи.

Выбрать и согласовать с преподавателем задачу, для решения которой может быть использована программа, разработанная в ходе предыдущей лабораторной работы.

Разработать программу для решения выбранной задачи (взаимодействие с пользователем должно осуществляться с применением графического интерфейса).

1. Листинг программы

Исходный код программы приведен в приложении А.

1. Экранные формы

Экранные формы приведены в приложении Б.

1. Вывод

В ходе выполнения лабораторной работы были получены навыки разработки графического пользовательского интерфейса с применением технологии Swing, изучены ее основные компоненты. Написано приложения с графическим пользовательским интерфейсом, предназначенное для выполнения интервальных операция посредством sqrt-декомпозиции.

Приложение А.

Листинг программы

**Main.java**

**package rpslab;**

**import java.io.FileNotFoundException;**

**import java.util.InputMismatchException;**

**public class Main{**

**private static Decomposition dn;**

**public static void main(String args[]) {**

**try {**

**dn = new Decomposition("input.txt");**

**} catch (DecompositionException e) {**

**System.out.println(e.getMessage());**

**return;**

**} catch (FileNotFoundException e) {**

**System.out.println("input.txt не найден");**

**return;**

**} catch (InputMismatchException e) {**

**System.out.println("input.txt имеет неверный формат");**

**return;**

**}**

**GUI app = new GUI(dn);**

**app.setVisible(true);**

**}**

**}**

**GUI.java**

**package rpslab;**

**import javax.swing.\*;**

**import java.awt.\*;**

**import java.awt.event.ActionEvent;**

**import java.awt.event.ActionListener;**

**public class GUI extends JFrame {**

**private JButton openChangeValueDlgBtn = new JButton("Изниметь значение в точке");**

**private JButton openChangeValuesBtn = new JButton("Изменить значения на интервале");**

**private JButton sumValuesBtn = new JButton("Сумма значений на интервале");**

**private JButton exitBtn = new JButton("Выход");**

**private ChangeValueDialog changeValDlg;**

**private ChangeValuesDialog changeValsDlg;**

**private GetSumDialog sumDlg;**

**public GUI(Decomposition dn) {**

**super("Lab");**

**this.setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);**

**this.setSize(300, 200);**

**this.setResizable(false);**

**this.getRootPane().setBorder(BorderFactory.createEmptyBorder(10, 10, 10, 10));**

**this.setLocationRelativeTo(null);**

**Container content = this.getContentPane();**

**content.setLayout(new GridLayout(4, 1, 10, 10));**

**content.add(openChangeValueDlgBtn);**

**content.add(openChangeValuesBtn);**

**content.add(sumValuesBtn);**

**content.add(exitBtn);**

**changeValDlg = new ChangeValueDialog(this, dn);**

**changeValsDlg = new ChangeValuesDialog(this, dn);**

**sumDlg = new GetSumDialog(this, dn);**

**openChangeValueDlgBtn.addActionListener(new OpenChangeValueDlgHandler());**

**openChangeValuesBtn.addActionListener(new OpenChangeValuesDlgHandler());**

**sumValuesBtn.addActionListener(new OpenSumValuesDlgHandler());**

**exitBtn.addActionListener(new ExitHandler());**

**};**

**class ExitHandler implements ActionListener {**

**@Override**

**public void actionPerformed(ActionEvent event) {**

**System.exit(0);**

**}**

**}**

**class OpenChangeValueDlgHandler implements ActionListener {**

**@Override**

**public void actionPerformed(ActionEvent event) {**

**changeValDlg.setVisible(true);**

**}**

**}**

**class OpenChangeValuesDlgHandler implements ActionListener {**

**@Override**

**public void actionPerformed(ActionEvent event) {**

**changeValsDlg.setVisible(true);**

**}**

**}**

**class OpenSumValuesDlgHandler implements ActionListener {**

**@Override**

**public void actionPerformed(ActionEvent event) {**

**sumDlg.setVisible(true);**

**}**

**}**

**}**

**GetSumDialog.java**

**package rpslab;**

**import javax.swing.\*;**

**import java.awt.\*;**

**import java.awt.event.ActionEvent;**

**import java.awt.event.ActionListener;**

**import java.awt.event.WindowAdapter;**

**import java.awt.event.WindowListener;**

**import java.awt.event.WindowEvent;**

**public class GetSumDialog extends JDialog {**

**private JButton exBtn = new JButton("Закрыть");**

**private JButton getSumBtn = new JButton("Получить сумму");**

**private JTextField pointInput, endPointInput;**

**private Decomposition dn;**

**public GetSumDialog(GUI parent, Decomposition dn) {**

**super(parent, "Сумма значений", Dialog.ModalityType.DOCUMENT\_MODAL);**

**this.dn = dn;**

**this.setBounds(232, 232, 300, 200);**

**getContentPane().add(createGUI());**

**pack();**

**this.addWindowListener(closeWindow);**

**exBtn.addActionListener(new CloseHandler());**

**getSumBtn.addActionListener(new ChangeHandler());**

**}**

**private JPanel createGUI() {**

**int n = dn.getLen();**

**JPanel panel = this.createVerticalPanel();**

**panel.setBorder (BorderFactory.createEmptyBorder(12,12,12,12));**

**JPanel pointPanel = this.createHorizontalPanel();**

**JLabel pointLabel = new JLabel(String.format("Начальная точка [0-%d]:", n-1));**

**pointPanel.add(pointLabel);**

**pointPanel.add(Box.createHorizontalStrut(12));**

**pointInput = new JTextField(15);**

**pointPanel.add(pointInput);**

**JPanel endPointPanel = this.createHorizontalPanel();**

**JLabel endPointLabel = new JLabel(String.format("Конечная точка [0-%d]:", n-1));**

**endPointPanel.add(endPointLabel);**

**endPointPanel.add(Box.createHorizontalStrut(12));**

**endPointInput = new JTextField(15);**

**endPointPanel.add(endPointInput);**

**JPanel grid = new JPanel( new GridLayout( 2,1, 0,7) );**

**grid.add(getSumBtn);**

**grid.add(exBtn);**

**this.makeSameSize(new JComponent[] { pointLabel, endPointLabel } );**

**panel.add(pointPanel);**

**panel.add(Box.createVerticalStrut(12));**

**panel.add(endPointPanel);**

**panel.add(Box.createVerticalStrut(17));**

**panel.add(grid);**

**return panel;**

**}**

**public JPanel createVerticalPanel() {**

**JPanel panel = new JPanel();**

**panel.setLayout(new BoxLayout(panel, BoxLayout.Y\_AXIS));**

**return panel;**

**}**

**public JPanel createHorizontalPanel() {**

**JPanel panel = new JPanel();**

**panel.setLayout(new BoxLayout(panel, BoxLayout.X\_AXIS));**

**return panel;**

**}**

**private static WindowListener closeWindow = new WindowAdapter() {**

**public void windowClosing(WindowEvent e) {**

**e.getWindow().dispose();**

**}**

**};**

**public void makeSameSize(JComponent[] components) {**

**int[] array = new int[components.length];**

**for (int i = 0; i < array.length; i++) {**

**array[i] = components[i].getPreferredSize().width;**

**}**

**int maxSizePos = maximumElementPosition(array);**

**Dimension maxSize = components[maxSizePos].getPreferredSize();**

**for (int i=0; i<components.length; i++) {**

**components[i].setPreferredSize(maxSize);**

**components[i].setMinimumSize(maxSize);**

**components[i].setMaximumSize(maxSize);**

**}**

**}**

**private int maximumElementPosition(int[] array) {**

**int maxPos = 0;**

**for (int i = 1; i < array.length; i++) {**

**if (array[i] > array [maxPos])**

**maxPos = i;**

**}**

**return maxPos;**

**}**

**class CloseHandler implements ActionListener {**

**@Override**

**public void actionPerformed(ActionEvent e) {**

**dispose();**

**}**

**}**

**class ChangeHandler implements ActionListener {**

**@Override**

**public void actionPerformed(ActionEvent e) {**

**int point = 0;**

**try {**

**point = Integer.parseInt(pointInput.getText());**

**} catch (NumberFormatException ex) {**

**JOptionPane.showMessageDialog(null, "Начальная точка указана неверно");**

**return;**

**}**

**int n = dn.getLen();**

**if (point < 0 || point > n-1) {**

**JOptionPane.showMessageDialog(null, "Начальная точка указана неверно");**

**return;**

**}**

**int endPoint = 0;**

**try {**

**endPoint = Integer.parseInt(endPointInput.getText());**

**} catch (NumberFormatException ex) {**

**JOptionPane.showMessageDialog(null, "Конечная точка точка указана неверно");**

**return;**

**}**

**if (endPoint < point || endPoint > n-1) {**

**JOptionPane.showMessageDialog(null, "Конечная точка указана неверно");**

**return;**

**}**

**try {**

**double s = dn.getSum(point, endPoint);**

**JOptionPane.showMessageDialog(null, String.format("Сумма %s", s));**

**} catch (DecompositionException exc) {**

**JOptionPane.showMessageDialog(null, exc.getMessage());**

**}**

**}**

**}**

**}**

**Decomposition.java**

**package rpslab;**

**import java.io.File;**

**import java.io.FileNotFoundException;**

**import java.util.Scanner;**

**import java.util.InputMismatchException;**

**import java.util.ArrayList;**

**import java.util.Locale;**

**/\*\***

**\* Execution of interval operations by means of sqrt decomposition**

**\***

**\* @author Ilya Kryuchkov**

**\*/**

**public class Decomposition {**

**/\*\* Array of elements \*/**

**private ArrayList<Number> data;**

**/\*\* Number of elements \*/**

**private int n;**

**/\*\* Maximum number of elements \*/**

**private final int MAX\_DATA\_SIZE = 1000;**

**/\*\* Maximum value of the element \*/**

**private final long MAX\_VALUE = 10\_000\_000\_000L;**

**/\*\* Array of blocks \*/**

**private ArrayList<Number> blocks;**

**/\*\* Root Value \*/**

**private int rt;**

**/\*\***

**\* Constructs new sqrt decomposition class**

**\* @param filename Name input file**

**\* @throws DecompositionException Decomposition error**

**\* @throws FileNotFoundException File not found**

**\* @throws InputMismatchException File has an incorrect format**

**\*/**

**public Decomposition(String filename) throws FileNotFoundException, DecompositionException, InputMismatchException {**

**readData(filename);**

**calcBlocks();**

**}**

**/\*\***

**\* Reading data from a file**

**\* @param filename Name input file**

**\* @throws DecompositionException Decomposition error**

**\* @throws FileNotFoundException File not found**

**\* @throws InputMismatchException File has an incorrect format**

**\*/**

**private void readData(String filename) throws FileNotFoundException, DecompositionException, InputMismatchException {**

**Scanner in = new Scanner(new File(filename)).useLocale(Locale.US);**

**n = in.nextInt();**

**if (n > MAX\_DATA\_SIZE) {**

**throw new DecompositionException(String.format("Максимальное количество элементов - %s", MAX\_DATA\_SIZE));**

**}**

**data = new ArrayList<Number>(n);**

**int i = 0;**

**while ( (in.hasNextLong() || in.hasNextDouble()) && i < n) {**

**if (in.hasNextLong()) {**

**long t = in.nextLong();**

**if (t > MAX\_VALUE) {**

**throw new DecompositionException(String.format("Максимальное значение элемента - %s", MAX\_VALUE));**

**}**

**if (t < -MAX\_VALUE) {**

**throw new DecompositionException(String.format("Минимальное значение элемента - %s", -MAX\_VALUE));**

**}**

**data.add(t);**

**} else {**

**double t = in.nextDouble();**

**if (t > MAX\_VALUE) {**

**throw new DecompositionException(String.format("Максимальное значение элемента - %s", MAX\_VALUE));**

**}**

**if (t < -MAX\_VALUE) {**

**throw new DecompositionException(String.format("Минимальное значение элемента - %s", -MAX\_VALUE));**

**}**

**data.add(t);**

**}**

**i++;**

**}**

**if (i == 0) {**

**throw new InputMismatchException();**

**}**

**data.trimToSize();**

**n = data.size();**

**}**

**/\*\***

**\* Splitting into intervals and calculating the sum on each interval**

**\*/**

**private void calcBlocks() {**

**rt = (int) Math.ceil(Math.sqrt(n));**

**blocks = new ArrayList<Number>(rt);**

**for (int i = 0; i < rt - 1; ++i) {**

**blocks.add(0);**

**final int idx = i \* rt;**

**int j = 0;**

**while (j < rt && idx + j < n){**

**Number v = blocks.get(i);**

**v = v.doubleValue() + data.get(idx + j).doubleValue();**

**blocks.set(i, v);**

**++j;**

**}**

**}**

**}**

**/\*\***

**\* Calculating the sum at a given interval**

**\* @param a Starting point of the interval**

**\* @param b The end point of the interval**

**\* @return The sum of the values in the interval from a to b**

**\* @throws DecompositionException Decomposition error**

**\*/**

**public double getSum(int a, int b) throws DecompositionException {**

**if (a < 0 || a > b || a >= n || b < 0 || b >= n) {**

**throw new DecompositionException("Интервал некорректный");**

**}**

**double sum = 0;**

**final int startBlock = a/rt;**

**final int endBlock = b/rt;**

**if (startBlock == endBlock) {**

**for (int i = a; i <= b; ++i) {**

**sum += data.get(i).doubleValue();**

**}**

**} else {**

**for (int i = startBlock+1; i < endBlock; ++i) {**

**sum += blocks.get(i).doubleValue();**

**}**

**final int aIdx = a % rt;**

**for (int i = aIdx; i < rt; ++i) {**

**sum += data.get(startBlock\*rt + i).doubleValue();**

**}**

**final int bIdx = b % rt;**

**for (int i = 0; i <= bIdx; ++i) {**

**sum += data.get(endBlock \* rt + i).doubleValue();**

**}**

**}**

**return sum;**

**}**

**/\*\***

**\* Changing the value at a given point**

**\* @param id Index of the item to change**

**\* @param x New value**

**\* @throws DecompositionException Decomposition error**

**\*/**

**public void updateValue(int id, Number x) throws DecompositionException {**

**if (id < 0 || id >= n) {**

**throw new DecompositionException("Индекс некорректный");**

**}**

**int bid = id / rt;**

**double v = data.get(id).doubleValue();**

**double bv = blocks.get(bid).doubleValue();**

**data.set(id, x);**

**blocks.set(bid, x.doubleValue() - v + bv);**

**}**

**/\*\***

**\* Changing values at a given interval**

**\* @param a Starting point of the interval**

**\* @param b The end point of the interval**

**\* @param x New value**

**\* @throws DecompositionException Decomposition error**

**\*/**

**public void updateValues(int a, int b, Number x) throws DecompositionException {**

**if (a < 0 || a > b || a >= n || b < 0 || b >= n) {**

**throw new DecompositionException("Интервал некорректный");**

**}**

**for(int i = a; i <= b; ++i) {**

**updateValue(i, x);**

**}**

**}**

**/\*\***

**\* Getting the number of elements**

**\* @return Number of elements**

**\*/**

**public int getLen() {**

**return n;**

**}**

**/\*\***

**\* Getting the maximum value of an element**

**\* @return Maximum value of the element**

**\*/**

**public long getMaxValue() {**

**return MAX\_VALUE;**

**}**

**}**

**DecompositionException.java**

**package rpslab;**

**public class DecompositionException extends Exception{**

**public DecompositionException(String message){**

**super(message);**

**}**

**}**

**ChangeValuesDialog.java**

**package rpslab;**

**import javax.swing.\*;**

**import java.awt.\*;**

**import java.awt.event.ActionEvent;**

**import java.awt.event.ActionListener;**

**import java.awt.event.WindowAdapter;**

**import java.awt.event.WindowListener;**

**import java.awt.event.WindowEvent;**

**public class ChangeValuesDialog extends JDialog {**

**private JButton exBtn = new JButton("Закрыть");**

**private JButton saveBtn = new JButton("Изменить");**

**private JTextField pointInput, endPointInput, valueInput;**

**private Decomposition dn;**

**public ChangeValuesDialog(GUI parent, Decomposition dn) {**

**super(parent, "Изменить значения", Dialog.ModalityType.DOCUMENT\_MODAL);**

**this.dn = dn;**

**this.setBounds(232, 232, 300, 240);**

**getContentPane().add(createGUI());**

**pack();**

**this.addWindowListener(closeWindow);**

**exBtn.addActionListener(new CloseHandler());**

**saveBtn.addActionListener(new ChangeHandler());**

**}**

**private JPanel createGUI() {**

**int n = dn.getLen();**

**JPanel panel = this.createVerticalPanel();**

**panel.setBorder (BorderFactory.createEmptyBorder(12,12,12,12));**

**JPanel pointPanel = this.createHorizontalPanel();**

**JLabel pointLabel = new JLabel(String.format("Начальная точка [0-%d]:", n-1));**

**pointPanel.add(pointLabel);**

**pointPanel.add(Box.createHorizontalStrut(12));**

**pointInput = new JTextField(15);**

**pointPanel.add(pointInput);**

**JPanel endPointPanel = this.createHorizontalPanel();**

**JLabel endPointLabel = new JLabel(String.format("Конечная точка [0-%d]:", n-1));**

**endPointPanel.add(endPointLabel);**

**endPointPanel.add(Box.createHorizontalStrut(12));**

**endPointInput = new JTextField(15);**

**endPointPanel.add(endPointInput);**

**JPanel valuePanel = this.createHorizontalPanel();**

**JLabel valueLabel = new JLabel("Значение:");**

**valuePanel.add(valueLabel);**

**valuePanel.add(Box.createHorizontalStrut(12));**

**valueInput = new JTextField(15);**

**valuePanel.add(valueInput);**

**JPanel grid = new JPanel( new GridLayout( 2,1, 0,7) );**

**grid.add(saveBtn);**

**grid.add(exBtn);**

**this.makeSameSize(new JComponent[] { pointLabel, valueLabel, endPointLabel } );**

**panel.add(pointPanel);**

**panel.add(Box.createVerticalStrut(12));**

**panel.add(endPointPanel);**

**panel.add(Box.createVerticalStrut(12));**

**panel.add(valuePanel);**

**panel.add(Box.createVerticalStrut(17));**

**panel.add(grid);**

**return panel;**

**}**

**public JPanel createVerticalPanel() {**

**JPanel panel = new JPanel();**

**panel.setLayout(new BoxLayout(panel, BoxLayout.Y\_AXIS));**

**return panel;**

**}**

**public JPanel createHorizontalPanel() {**

**JPanel panel = new JPanel();**

**panel.setLayout(new BoxLayout(panel, BoxLayout.X\_AXIS));**

**return panel;**

**}**

**private static WindowListener closeWindow = new WindowAdapter() {**

**public void windowClosing(WindowEvent e) {**

**e.getWindow().dispose();**

**}**

**};**

**public void makeSameSize(JComponent[] components) {**

**int[] array = new int[components.length];**

**for (int i = 0; i < array.length; i++) {**

**array[i] = components[i].getPreferredSize().width;**

**}**

**int maxSizePos = maximumElementPosition(array);**

**Dimension maxSize = components[maxSizePos].getPreferredSize();**

**for (int i=0; i<components.length; i++) {**

**components[i].setPreferredSize(maxSize);**

**components[i].setMinimumSize(maxSize);**

**components[i].setMaximumSize(maxSize);**

**}**

**}**

**private int maximumElementPosition(int[] array) {**

**int maxPos = 0;**

**for (int i = 1; i < array.length; i++) {**

**if (array[i] > array [maxPos])**

**maxPos = i;**

**}**

**return maxPos;**

**}**

**class CloseHandler implements ActionListener {**

**@Override**

**public void actionPerformed(ActionEvent e) {**

**dispose();**

**}**

**}**

**class ChangeHandler implements ActionListener {**

**@Override**

**public void actionPerformed(ActionEvent e) {**

**int point = 0;**

**try {**

**point = Integer.parseInt(pointInput.getText());**

**} catch (NumberFormatException ex) {**

**JOptionPane.showMessageDialog(null, "Начальная точка указана неверно");**

**return;**

**}**

**int n = dn.getLen();**

**if (point < 0 || point > n-1) {**

**JOptionPane.showMessageDialog(null, "Начальная точка указана неверно");**

**return;**

**}**

**int endPoint = 0;**

**try {**

**endPoint = Integer.parseInt(endPointInput.getText());**

**} catch (NumberFormatException ex) {**

**JOptionPane.showMessageDialog(null, "Конечная точка точка указана неверно");**

**return;**

**}**

**if (endPoint < point || endPoint > n-1) {**

**JOptionPane.showMessageDialog(null, "Конечная точка указана неверно");**

**return;**

**}**

**double val = 0.0;**

**try {**

**val = Double.parseDouble(valueInput.getText());**

**} catch (NumberFormatException ex) {**

**JOptionPane.showMessageDialog(null, "Значение указано неверно");**

**return;**

**}**

**long max\_value = dn.getMaxValue();**

**if (val > max\_value) {**

**JOptionPane.showMessageDialog(null, String.format("Максимальное значение элемента: {%s}", max\_value));**

**return;**

**}**

**if (val < -max\_value) {**

**JOptionPane.showMessageDialog(null, String.format("Минимальное значение элемента: {%s}", -max\_value));**

**return;**

**}**

**try {**

**dn.updateValues(point, endPoint, val);**

**JOptionPane.showMessageDialog(null, "Значения изменены");**

**} catch (DecompositionException exc) {**

**JOptionPane.showMessageDialog(null, exc.getMessage());**

**}**

**}**

**}**

**}**

**ChangeValueDialog.java**

**package rpslab;**

**import javax.swing.\*;**

**import java.awt.\*;**

**import java.awt.event.ActionEvent;**

**import java.awt.event.ActionListener;**

**import java.awt.event.WindowAdapter;**

**import java.awt.event.WindowListener;**

**import java.awt.event.WindowEvent;**

**public class ChangeValueDialog extends JDialog {**

**private JButton exBtn = new JButton("Закрыть");**

**private JButton saveBtn = new JButton("Изменить");**

**private JTextField pointInput, valueInput;**

**private Decomposition dn;**

**public ChangeValueDialog(GUI parent, Decomposition dn) {**

**super(parent, "Изменить значение в точке", Dialog.ModalityType.DOCUMENT\_MODAL);**

**this.dn = dn;**

**this.setBounds(232, 232, 300, 200);**

**getContentPane().add(createGUI());**

**pack();**

**this.addWindowListener(closeWindow);**

**exBtn.addActionListener(new CloseHandler());**

**saveBtn.addActionListener(new ChangeHandler());**

**}**

**private JPanel createGUI() {**

**int n = dn.getLen();**

**JPanel panel = this.createVerticalPanel();**

**panel.setBorder (BorderFactory.createEmptyBorder(12,12,12,12));**

**JPanel pointPanel = this.createHorizontalPanel();**

**JLabel pointLabel = new JLabel(String.format("Точка [0-%d]:", n-1));**

**pointPanel.add(pointLabel);**

**pointPanel.add(Box.createHorizontalStrut(12));**

**pointInput = new JTextField(15);**

**pointPanel.add(pointInput);**

**JPanel valuePanel = this.createHorizontalPanel();**

**JLabel valueLabel = new JLabel("Значение:");**

**valuePanel.add(valueLabel);**

**valuePanel.add(Box.createHorizontalStrut(12));**

**valueInput = new JTextField(15);**

**valuePanel.add(valueInput);**

**JPanel grid = new JPanel( new GridLayout( 2,1, 0,7) );**

**grid.add(saveBtn);**

**grid.add(exBtn);**

**this.makeSameSize(new JComponent[] { pointLabel, valueLabel } );**

**panel.add(pointPanel);**

**panel.add(Box.createVerticalStrut(12));**

**panel.add(valuePanel);**

**panel.add(Box.createVerticalStrut(17));**

**panel.add(grid);**

**return panel;**

**}**

**public JPanel createVerticalPanel() {**

**JPanel panel = new JPanel();**

**panel.setLayout(new BoxLayout(panel, BoxLayout.Y\_AXIS));**

**return panel;**

**}**

**public JPanel createHorizontalPanel() {**

**JPanel panel = new JPanel();**

**panel.setLayout(new BoxLayout(panel, BoxLayout.X\_AXIS));**

**return panel;**

**}**

**private static WindowListener closeWindow = new WindowAdapter() {**

**public void windowClosing(WindowEvent e) {**

**e.getWindow().dispose();**

**}**

**};**

**public void makeSameSize(JComponent[] components) {**

**int[] array = new int[components.length];**

**for (int i = 0; i < array.length; i++) {**

**array[i] = components[i].getPreferredSize().width;**

**}**

**int maxSizePos = maximumElementPosition(array);**

**Dimension maxSize = components[maxSizePos].getPreferredSize();**

**for (int i=0; i<components.length; i++) {**

**components[i].setPreferredSize(maxSize);**

**components[i].setMinimumSize(maxSize);**

**components[i].setMaximumSize(maxSize);**

**}**

**}**

**private int maximumElementPosition(int[] array) {**

**int maxPos = 0;**

**for (int i = 1; i < array.length; i++) {**

**if (array[i] > array [maxPos])**

**maxPos = i;**

**}**

**return maxPos;**

**}**

**class CloseHandler implements ActionListener {**

**@Override**

**public void actionPerformed(ActionEvent e) {**

**dispose();**

**}**

**}**

**class ChangeHandler implements ActionListener {**

**@Override**

**public void actionPerformed(ActionEvent e) {**

**int point = 0;**

**try {**

**point = Integer.parseInt(pointInput.getText());**

**} catch (NumberFormatException ex) {**

**JOptionPane.showMessageDialog(null, "Точка указана неверно");**

**return;**

**}**

**int n = dn.getLen();**

**if (point < 0 || point > n-1) {**

**JOptionPane.showMessageDialog(null, "Точка указана неверно");**

**return;**

**}**

**double val = 0.0;**

**try {**

**val = Double.parseDouble(valueInput.getText());**

**} catch (NumberFormatException ex) {**

**JOptionPane.showMessageDialog(null, "Значение указано неверно");**

**return;**

**}**

**long max\_value = dn.getMaxValue();**

**if (val > max\_value) {**

**JOptionPane.showMessageDialog(null, String.format("Максимальное значение элемента: {%s}", max\_value));**

**return;**

**}**

**if (val < -max\_value) {**

**JOptionPane.showMessageDialog(null, String.format("Минимальное значение элемента: {%s}", -max\_value));**

**return;**

**}**

**try {**

**dn.updateValue(point, val);**

**JOptionPane.showMessageDialog(null, "Значение изменено");**

**} catch (DecompositionException exc) {**

**JOptionPane.showMessageDialog(null, exc.getMessage());**

**}**

**}**

**}**

**}**

Приложение Б.

Экранные формы
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Рисунок 1 – Главное окно
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Рисунок 2 – Окно изменения значения в точке
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Рисунок 3 – Окно изменения значения на интервале

![](data:image/png;base64,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)

Рисунок 4 – Окно получения суммы значений на интервале